Empirical Effectiveness Evaluation of Spectra-based Fault Localization on Automated Program Repair
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Abstract—Researchers have proposed many spectra-based fault localization (SBFL) techniques in the past decades. Existing studies evaluate the effectiveness of these techniques from the viewpoint of developers, and have drawn some important conclusions through either empirical study or theoretical analysis. In this paper, we present the first study on the effectiveness of SBFL techniques from the viewpoint of fully automated debugging including the program repair of automation, for which the activity of automated fault localization is necessary. We assess the accuracy of fault localization according to the repair effectiveness in the automated repair process guided by the localization technique. Our experiment on 14 popular SBFL techniques with 11 subject programs shipping with real-life field failures presents the evidence that some conclusions drawn in prior studies do not hold in our experiment. Based on experimental results, we suggest that Jaccard should be used with high priority before some more effective SBFL techniques specially proposed for automated program repair occur in the future.
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I. INTRODUCTION

Debugging software after a failure has occurred is commonly recognized as a resource consuming process. Due to too much manual involvement during traditional debugging process, finding the fault, also called fault localization used to locate faulty lines of code, often consumes a great deal of time resources. To alleviate the debugging cost, numerous researchers have proposed various automated fault localization techniques to automate the process of finding fault. Of these techniques, a particularly effective approach is spectra-based fault localization (SBFL) [1], [2].

Recently, one popular area on fault localization is to evaluate and assess the effectiveness of various SBFL techniques through either empirical approach [3], [4] or theoretical analysis [2], [1]. Most existing literature evaluates the effectiveness from the viewpoint of developers, that is, measuring how many benefits that developers can obtain from SBFL technique used when debugging. To quantify the benefits, most existing work evaluates the effectiveness according to the percentage of the program code that needs to be examined before the faults are identified, which is referred to as the EXAM score [2], [1]. Obviously, a lower EXAM score indicates a better localization effectiveness. However, to our knowledge there exists no research work on evaluate and assess the effectiveness of various SBFL techniques from the viewpoint of fully automated debugging, which automates the process of program repair [5].

The activity of automated fault localization is most often necessary especially when automating the repair of large-scale programs. Although the recent work [6], [7], [8] on automated program repair has noticed the important influence caused by the fault localization activity, there is no detail discussion on this kind of information.

In this paper we plan to empirically study the effects of popular SBFL techniques on automated program repair. We first present an evaluation measurement (i.e., NCP score in Section II-A) to evaluate the effectiveness of fault localization from the viewpoint of fully automated debugging (including the repair process of full automation). According to NCP score, we then evaluate the effects of 14 popular SBFL techniques through the experiment of automating the repair of 11 real-life programs shipping with field failures, the failures occur after deployment.

The main contributions of this paper are:

• The first study (to our knowledge) that evaluates the effectiveness of SBFL techniques from the viewpoint of fully automated debugging, rather than from the viewpoint of developers having done by much existing work.

• The evaluation measurement in term of NCP for evaluating and comparing the effectiveness of various fault localization techniques on automated program repair.

• Experimental Results show that these techniques that perform well in existing studies according to EXAM measurement do not have the lower NCP scores, justifying the necessity of studying fault localization from the viewpoint of fully automated debugging. In addition, we also find that Jaccard performs at least as good as the other 13 investigated techniques.

II. EXPERIMENT EVALUATION

A. Repair System: GenProg-FL

To conduct the experiment, we have implemented a repair system called GenProg-FL, a tool that enables scalability to repair automatically C programs. GenProg-FL is the modification
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version of GenProg\textsuperscript{1} [6]. GenProg has the ability of fixing bugs in deployed, legacy C programs without formal specifications. We modified the GenProg by adding the interface for accepting the localization information from various SBFL techniques.

We measure the repair effectiveness of GenProg-FL according to the Number of invalid Candidate Patches (NCP) generated before a valid patch is found in the repair process. The lower NCP score can be observed in the repair process, the better localization effectiveness of fault localization technique used by GenProg-FL.

B. Investigated SBFL techniques

In our experiment, we investigate 14 SBFL techniques, which includes most of popular techniques on SBFL. The 14 techniques come from the literature [1], [2], in which 30 SBFL techniques are systemically studied; other 16 techniques are eliminated because each of them is equivalent to some technique included by the 14 ones [2]. The more details on the definition of selected techniques in our experiment can be found in [1], [2].

C. Subject Programs

In this experiment, we selected the subject programs used in the most recent work [6] on GenProg as the experimental benchmarks\textsuperscript{2}, all of which are written in C language and are different real-world systems with real-life bugs from different domains. These programs come with different sizes of positive test cases ranging from 12 to 8,471, which facilitates the application of SBFL.

Complete experimental evaluation on all the programs can take too much time (see [6, Table II]); the authors in [6] used Amazon’s EC2 cloud computing infrastructure including 10 trials in parallel for their experiment. What is worse, in our experiment, for each subject program we need 14 times more computing resource compared to the experiment in [6], because the effectiveness of all the 14 investigated SBFL techniques need to be statistically observed. Given the expensive testing computation, we selected 11 faulty programs including liibtiff, php, python, and wireshark in our experiment. Our experiment ran on three Ubuntu 10.04 machines in parallel, and we spent about one and a half month in collecting these experimental data.

D. Experimental Results

For each SBFL technique, we separately ran GenProg-FL to repair the 11 subject programs with the guidance of SBFL. All the experimental parameters for GenProg-FL in our experiment are similar to those settings in [6].

Experimental results show that 1) Ochiai did not always perform better over either Jaccard or Tarantula, which is inconsistent with prior empirical studies [4], 2) neither Naish or Russel-rao has the better effectiveness over other 12 techniques, although the two techniques has been theoretically proven to be optimal under the evaluation measurement of EXAM [2], [1], 3) Jaccard performs at least as good as the other 13 investigated techniques, with the effectiveness improvement up to “large” effect size.

After investigating the outcome, we find that Jaccard has more sharp score, which allows Jaccard to keep bigger suspiciousness of faulty statements and smaller suspiciousness of most normal statements. Although some techniques rank faulty statements higher, they also produce not too low suspiciousness of many normal statements (i.e., more flat score), which drastically increases the risk of modifying normal statements in the repair process, resulting in new faults introduced.

III. Conclusions and Future Work

Although our evaluation has shown some important observations on the effects of 14 SBFL techniques on automated program repair, more experimentation must be conducted to confirm the effects in general. In the future we plan to verify the conclusions on more real-life programs. In addition, we also plan to develop a new SBFL technique aiming to improve the repair effectiveness in term of lower NCP score from the viewpoint of fully automated debugging. However, according to the experimental results, we suggest that Jaccard should be used with high priority before some more effective SBFL techniques specially proposed for automated program repair occur in the future.
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